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ABSTRACT 

The Secure Hash Algorithm is best used in checking data integrity and authenticating digital media due to its fast 

hash calculating power. However, the SHA1 hashes are highly vulnerable to different attacks most especially collision 

attack because of the undersized hash length that compromises the integrity and confidentiality of data during transit. 

Presented in the current study is a new design to extend the hash size of SHA1 to secure a client-server communication 

through login authentication. Experimental results revealed that on five datasets that have collision in SHA1, none of them 

collided using the enhanced SHA1. Furthermore, the enhanced SHA1 is more resistant to brute force attack over the 

original SHA1 in terms of cracking time which is estimated to be sexagintillion years on a standard desktop PC. The results 

also presented that the produced hash codes of the enhanced SHA1 were resistant against a rainbow table and dictionary 

attack. By increasing the hash value of SHA1 from 160-bits to 1280-bits using AND and XOR operators, this paper has 

shown that execution of the enhanced SHA1 in digesting the passwords in login authentication delivers a safe way in a web 

transaction particularly in web-based environment.   

 
Keywords: brute force attack, client-server communication, hashing, modified SHA1, rainbow table.  

 

INTRODUCTION 

Internet security is one of the interested topics in 

the field of Information Technology, most especially in a 

web-based environment [1], [2]. In the past few years, 

encryption and decryption are developing into main 

interest in data transmission [3]. One solution for 

preserving the transmitted data is a hash function. It is a 

portion of varied major Internet security claims [4]. It 

maintains integrity and confidentiality of the message and 

therefore these hashing algorithms are utilized mainly for 

file verification and user authentication [5], [6]. Hashing 

algorithms are additionally important elements in various 

security applications and practices [7]. SHA1 generates a 

160-bit hash message [8], [9] based on principles of those 

utilized by Ronald L. Rivest who invented MD4 and MD5. 

It is the most commonly used hash algorithm, with its 

wide variety of applications [10], [11], [12] due to its 

adaptability, power [13], and agility [14]. The algorithm 

has been made as part of the capstone project of the 

government of United States and is usually applied to 

secure web transactions and other requests [15], [16]. 

While SHA1 is widely used, it does not seem to give 

adequate distributional avalanche effect of the input 

differences in the compression function [17], [10] by 

which this will lead to the probability of producing the 

same hash code of the two different input inside its 

compression function [18], [19]. Therefore, an improved 

diffusion needs to be configured to distribute the output at 

every stage inside its compression function [18], [20], 

[21]. The initial collision attack in SHA1 algorithm was 

attained by researchers, which produced two distinct PDF 

files. The study of [22] delivered another identical free-

start pair for SHA-1 in a collision within its compression 

function. its undersize hash value would make it 

vulnerable to numerous attacks including a rainbow table, 

a dictionary, brute-force. Therefore, the SHA1 algorithm 

for client-server communication and login authentication 

is no longer safe. Some modifications and improvements 

were developed to address these problems [23], [24]. [25] 

Developed a new technique to improve the MD5 

algorithm with the compression function of SHA1, which 

formed 256-bit hash code. On the other hand, [26] 

proposed a modification to the SHA-1 hash function. 

Rather than logical functions, the authors used the typical 

distributed pseudo-random function. These changes 

produced absolute hash values for original messages and 

contributed a hash value requirement to prevent brute 

attack. A number of hash functions were made, many of 

them were from the MD4 algorithm developed by Rivest 

[27]. Meanwhile, [28] argued that the enhancement of the 

SHA-1 was appropriate. According to the author, hackers 

and cryptanalysts found attacks on SHA-1 in 2005 which 

meant that the algorithm may not be safe enough to use. 

[29] the CPSO (Canonical Particle Swarm Optimization) 

method was used to boost the Stable Hash Algorithm-1. 

The idea was to forecast the block of control, which 

apprehend the password and provided the password stream 

with the same size of a log-list. [30] modified the method 

and formula to digest or decode the last SHA1 message by 

XORing, refining and expanding the mathematical 

formulation. The enhanced SHA-1 conserved its unique 

rounds covering of 80 rounds and an output of 160-bit 

hash value. [31] tested many collision attacks on the initial 

80-step of the algorithm and proven a thorough adapted 

form of the procedure that weakened the probability of 

collision and elevated the time-complexity required to 

recognize an exponential factor of 2 in the collision. 

Presented in this paper is the modification of the algorithm 

by expanding its hash value from its original 160-bit to 

1280-bit using the combined XOR and AND operator to 

prevent known attacks such as collision, dictionary, brute-

force and rainbow table. 
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RESEARCH METHOD 

 

Research Design 

Simulations were done using Delphi 

programming language which was directly linked to 

MYSQL as database. XAMPP server 2.5 and MSQL 

server was used for storing the hash value of user 

passwords. All processes in this study were conducted on 

a personal computer running on a Celeron processor with 

4Gb of memory and Windows 8, 64-bit operating system.  

Five pairs of files that generated identical hash 

value in the original SHA1 were used for testing and 

verification. These file pairs are man.jpg and woman.jpg, 

text1.bin and text2.bin, set.bin and set1.bin, try.exe, and 

hi.exe, and f1.bak and f2.bak. The SHA1 hashing 

algorithm follows a Merkle-Damgard Construction. To 

address the flaws of SHA1, modification to the SHA1 

output was made as shown in Figure-1.   

 

 
 

Figure-1. Architecture of the Modified SHA1. 

 

Modification Process  

The modification process of the study is shown in 

Figure-1. When a password is hashed using SHA1, its 

output will then be converted into a hex value 

encompassing 40 characters. There will be a function 

initiated to change this hex value into decimal and assign 

an array of 20 blocks containing 1 byte for each block. 

Two (2) characters will be assigned and allowed for every 

block.  Additional function is made to assign an array of 

160 blocks with a size of 1 Byte. It is designed to expand 

the hash size to 1280 bit as its proposed hash value. The 

message will be digested or hashed during this stage using 

XOR and AND operators and automatically stored it in an 

array of 20 blocks. In designing for modification, XOR 

was carefully considered due to its best bit shuffling 

properties [32], [33] which is proposed by many cyphers 

[34]. This operator is used in most of the cryptographic 

algorithms which has proven to be highly effective [35]. 

Moreover, the AND operator was added to 255 decimals 

since it is a required value of 1 byte to be stored in an 

array.  The process will include up to eight rounds with 16 

operations per round. Finally, a function is executed to 

convert the decimal value to hexadecimal and outputs the 

320 hex hash value or 1280-bit hash.  

 

Against Collision Attack  

Five datasets that collided in SHA1 were used as 

input to the program to test whether it still collided in the 

enhanced SHA1. Every pair of files was uploaded into the 

simulation program that generates hash value using SHA1 

and the enhanced SHA1 as shown in Figure-2. 

 

 
 

Figure-2. Testing the enhanced SHA1 against 

collision attack. 

 

Brute Force Attack 

To measure the resilience of the modified against 

brute force attack, a password cracking tool 

(https://thycotic.force.com/support/s/article/Calculating-

Password-Complexity) was used and the time needed to 

crack passwords were recorded.  The possible combination 

based on character set is given by Equation 1. The 

cracking time, on the other hand, was computed using 

Equation 2.  

 

Possible combinations =
possible number of charactersPassword length               (1) 

 
Cracking time =

(
hash calculation per millisecond∗possible password combination

2
)     (2) 

From the output 
of SHA1 160 bit 

Function to display 
320 Hex value 

Allocate bytes from 
array [0] to array [159] 
to expand hash length  

Hash message from converted 40 hex and store 
in the first 16 blocks of array. processing will be 
up to 8 rounds, 16 operations per round using 
XOR and And operator   

Function to convert 
Decimal to Hex 

Output 320 Hex value 
(1280-bit) 

https://thycotic.force.com/support/s/article/Calculating-Password-Complexity
https://thycotic.force.com/support/s/article/Calculating-Password-Complexity
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Dictionary Attack 

To determine resilience against a dictionary 

attack, an online cracking tool called CrackStation 

(https://crackstation.net) that contains 1,493,677,782 

words of possible passwords with equivalent hashes was 

used. The tool utilizes huge pre-computed lookup tables to 

break password hashes and these tables store a plot for that 

particular hash between the password hash and the right 

password. The hash codes are listed and indexed for 

searching the database immediately for a given confusion. 

If the message is found, the password can be obtained in a 

split second. It is applied only to messes without salt and 

supports current hash algorithms such as MD4, MD5, 

sha256, sha512, and others. Ten trials were done using the 

tool with different hash values generated from the 

enhanced SHA1 to guarantee precise resilience to a 

dictionary attack. 

 

Rainbow Table Attack 

To test the reliability of the modified SHA1 

algorithm against a rainbow table attack, a pre-computed 

rainbow table was used. The table is made up of a 

database with a large number of hash function inputs and 

outputs. The aim of this test was to look for and compare a 

password with its hash value within the table. The 

Rainbow Crack tool was used to test a rainbow table 

attack (www.rainbowcrack.com). 

 

Application of the ENHANCED SHA1 

A registration form and a login form were built 

for a user to register and communicate with the application 

server using Delphi Language. To use the system, a user 

was required to register a name, email address, and 

password which were then submitted to a server. The 

method is processed by a Delphi script, which then saves it 

to the database. Each time a user entered his email address 

and password, the modified SHA1 algorithm hashed the 

password into a 1280-bit hash length and compared its 

value to the stored hash value of the user's original 

password. The user's password was hashed into a 1280-bit 

length during registration, and stored in one password 

table in the server database. If the two passwords had the 

same hash values, the login authentication was verified 

and the user is given access to the server.  

 

RESULTS AND ANALYSIS 

 

Resistance to a Collision Attack 

Five pairs of files were run and tested in a 

simulated program using the Delphi language. Shown in 

Figure-3 is the first pair of files run and tested using the 

program. Based on the experiment conducted, results show 

that on the first pair of images namely “man.jpg” and 

“woman.jpg”, the said files which collided using SHA1 

produced different hash values when hashed by the 

modified SHA thus preventing collision attack. Shown in 

Figure-4 is the second pair of files run and tested using the 

simulation program. 

 

 
 

Figure-3. Result for testing a collision attack. 

 

 
 

Figure-4. Result in testing collision resistance on  

text1.bin and text2.bin. 

 

On the second pair of binary files namely 

“text1.bin” and “text2.bin,” results indicate that the said 

files generated different hash code using enhanced SHA1 

to prevent collision attack. Unlike SHA1, the modified 

SHA1 is collision-resistant. Shown in Figure-5 is the result 

of the simulation on the third pair of files. It can be 

observed that the results showed that on the third pair of 

binary files namely “set.bin” and “set1.bin”, the system 

produced different hash values using the modified SHA1. 

Another test was done on the two different executable files 

namely the “try.exe” and “hi.exe.” as shown in Figure-6.  

https://crackstation.net/
http://www.rainbowcrack.com/
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Figure-5. Result on collision attack on set.bin 

and set1.bin. 

 

 
 

Figure-6. Result on collision attack on try.exe 

and hi.exe. 

 

It can be noted that the results showed that the 

two executable files collided in SHA1 while it did not 

collide using the modified SHA1. The last test was done 

on two different backup files namely “f1.bak” and 

“f2.bak”.  The results are shown in Figure-7. Consistent 

with the previous results, the system for modified SHA1 

produced different hash values for the two files. Shown in 

Table-1 is the summary of the test results for the collision 

attack for the five pairs of files that were used during the 

experimentation.  

 

 
 

Figure-7. Result in testing collision attack. 

 

Table-1. Experimentation result for collision attack. 
 

Pair of Files 
SHA1 Algorithm 

Original Modified 

man.jpg and woman.jpg Successful Failed 

text1.bin and text2.bin Successful Failed 

set.bin and set1.bin Successful Failed 

try.exe and hi.exe Successful Failed 

f1.bak and f2,bak Successful Failed 

        

It should be interpreted from Table-1 that when 

testing each pair of files for collision resistance, the same 

hash values were produced by the original SHA1 while 

this was not the case for the enhanced SHA1 algorithm. 

The enhanced SHA1 has thus been able to resolve the 

collision attack.  

 

Resistance to a Bruteforce Attack 

Resistance to brute force attack was done using 

the password checker online tool. The UI for this tool is 

shown in Figure-8 which also gives details of the program.  

 

 
 

Figure-8. UI for password checker online to crack the 

hash code. 

 

The output hash value of the modified SHA1 

algorithm was tested; it was revealed that it would take 

about 62 sexagintillion years to crack. This length of time 

renders the modified SHA1 virtually impossible to crack 

using currently-available cracking tools, unlike the 

original SHA1. 
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Resistance to Dictionary Attack 

To assess how robust, the enhanced SHA1 is 

against a dictionary attack, CrackStation was used. The UI 

for the system, which also shows a result for the dictionary 

attack, is shown in Figure-9. 

 

 
 

Figure-9. Crack Station UI. 

 

For the input of the plaintext “admin”, results 

showed that the tool was unable to generate a plaintext 

hash code generated by the enhanced SHA1 in its 

database. The tool was unable to recognize the hash 

format, and its type was either unknown or unidentified in 

its database. This is due to the fact that the method only 

works with well-known hashing algorithms like MD5, 

SHA256, SHA512, and MD160. 

 

Resistance to Rainbow Table Attack 

As shown in Figure-10, another attack was used 

to check the reliability of the modified SHA1 algorithm 

using a rainbow table attack. 

 

 
 

Figure-10. Cracking the hash code using a rainbow table 

attack. 

 

Results indicated that the tool failed to crack the 

"admin" hash value that is 1280-bit created from the 

enhanced SHA1. This can be due to the fact that only 

hashes for known hash algorithms such as MD5, SHA2, 

SHA256, and SHA512 are in the database. Moreover, the 

same hash codes are used during a dictionary attack to 

verify that the modified SHA1 is resilient to a rainbow 

table attack.  

 

Comparison of the Results of SHA Family on Collision 

Attack  

A comparison of the different SHA family along 

with the proposed enhancement is significant because it 

allows other readers and researches to appreciate the 

features of the proposed study that is not present in the 

existing SHA family. Table-2 compares improved SHA1 

to SHA1, SHA256, SHA384, and SHA512 in terms of 

computing pre-images attack, second pre-image attack, 

and heavy collision attack. 

 

Table-2. Comparison Results of different SHA algorithms and the enhanced 

SHA1 on Collision Attack. 
 

Name of the attack SHA1 SHA256 SHA384 
SHA 

512 

This 

study 

Pre-image attack 2160 2256 2384 2512 21280 

Second Pre-image attack 2160 2256 2384 2512 21280 

Strong Collision attack 280 2128 2192 2256 2640 

 

The pre-image for an n-bit hash code is 

determined by formula 2n, where n is the number of bits 

generated, according to [36]. Strong collision is also 

measured by the formula 2n/2, where n is the number of 

bits generated by a hash algorithm. This implies that the 

longer the hash value, the more operations and 

permutations the attacker would have to run in order to 

carry out such attacks. 

 

CONCLUSIONS 

Based on the results of the study, the following 

conclusions are drawn, 1. The modified SHA1 algorithm 

was evaluated to be 100% resistant to the collision attack. 

2. The modified SHA1 algorithm exhibits a very high 

level of resilience against brute-force attack based on the 

approximately 1.6907x10471years it would take to crack 

generated hash values. 3 The modified SHA1 algorithm 

exhibits 100% resilience against a dictionary attack and 

100% resilience against a rainbow table attack. The 

conclusions above show that modification of SHA1 

through the expansion of its hash value from 160 bits to 

1280 bits is effective in addressing the collision problem 

of SHA1. Furthermore, the modification was able to 

generate hash values that were resilient against the 

common forms of security attacks. Having produced a 

more secured and modified SHA1, it can be said that this 

study has successfully achieved its objectives.  
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